1. Write a Python script to encrypt columnar transposition using keyword.

def columnar\_transposition\_encrypt(plaintext, keyword):

# Remove spaces and convert to uppercase

plaintext = plaintext.replace(" ", "").upper()

# Calculate the number of columns

key\_length = len(keyword)

num\_columns = (len(plaintext) + key\_length - 1) // key\_length # Ceiling division

# Create a grid to hold the characters

grid = [''] \* key\_length

for i in range(len(plaintext)):

grid[i % key\_length] += plaintext[i]

# Sort the keyword and determine the order of columns

sorted\_key = sorted((char, index) for index, char in enumerate(keyword))

order = [index for char, index in sorted\_key]

# Read the columns in the order specified by the sorted key

ciphertext = ''.join(grid[i] for i in order)

return ciphertext

# Input parameters

plaintext = "HELLO WORLD"

keyword = "KEYWORD"

# Encrypt the plaintext

ciphertext = columnar\_transposition\_encrypt(plaintext, keyword)

print("Encrypted Ciphertext:", ciphertext)
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2. Write a Python script to encrypt double columnar transposition.

def columnar\_transposition\_encrypt(plaintext, keyword):

# Remove spaces and convert to uppercase

plaintext = plaintext.replace(" ", "").upper()

# Create the grid

key\_length = len(keyword)

num\_columns = (len(plaintext) + key\_length - 1) // key\_length # Ceiling division

# Fill the grid

grid = [''] \* key\_length

for i in range(len(plaintext)):

grid[i % key\_length] += plaintext[i]

# Sort the keyword and get the order of columns

sorted\_key = sorted((char, index) for index, char in enumerate(keyword))

order = [index for char, index in sorted\_key]

# Read the columns in the order specified by the sorted key

ciphertext = ''.join(grid[i] for i in order)

return ciphertext

def double\_columnar\_transposition\_encrypt(plaintext, keyword1, keyword2):

# First round of encryption

first\_round = columnar\_transposition\_encrypt(plaintext, keyword1)

# Second round of encryption

second\_round = columnar\_transposition\_encrypt(first\_round, keyword2)

return second\_round

# Input parameters

plaintext = "HELLO WORLD"

keyword1 = "KEYWORD"

keyword2 = "ANOTHER"

# Encrypt the plaintext using double columnar transposition

ciphertext = double\_columnar\_transposition\_encrypt(plaintext, keyword1, keyword2)

print("Encrypted Ciphertext:", ciphertext)

![](data:image/png;base64,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)

3. Write a Python script to encrypt the message “She is listening” using the 6-character keyword “PASCAL” with Vigenere cipher.

def vigenere\_encrypt(plaintext, keyword):

# Remove spaces and convert to uppercase

plaintext = plaintext.replace(" ", "").upper()

keyword = keyword.upper()

ciphertext = []

keyword\_repeated = (keyword \* (len(plaintext) // len(keyword) + 1))[:len(plaintext)]

for p\_char, k\_char in zip(plaintext, keyword\_repeated):

# Encrypt only if the character is a letter

if p\_char.isalpha():

# Calculate the shifted character

p\_index = ord(p\_char) - ord('A')

k\_index = ord(k\_char) - ord('A')

c\_index = (p\_index + k\_index) % 26

ciphertext.append(chr(c\_index + ord('A')))

else:

# If it's not a letter, just append it

ciphertext.append(p\_char)

return ''.join(ciphertext)

# Input parameters

plaintext = "She is listening"

keyword = "PASCAL"

# Encrypt the plaintext

ciphertext = vigenere\_encrypt(plaintext, keyword)

print("Encrypted Ciphertext:", ciphertext)
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4. Write a Python script to encrypt and decrypt Hill cipher

import numpy as np

def mod26(x):

"""Perform modulo 26 operation to wrap around alphabet."""

return x % 26

def generate\_key\_matrix(key):

"""Convert key string into a matrix."""

key\_length = int(len(key) \*\* 0.5)

key\_matrix = np.zeros((key\_length, key\_length), dtype=int)

for i in range(key\_length):

for j in range(key\_length):

key\_matrix[i][j] = ord(key[i \* key\_length + j]) - ord('A')

return key\_matrix

def encrypt(plaintext, key):

"""Encrypt the plaintext using the Hill cipher."""

key\_matrix = generate\_key\_matrix(key)

key\_length = key\_matrix.shape[0]

# Prepare plaintext

plaintext = plaintext.replace(" ", "").upper()

while len(plaintext) % key\_length != 0:

plaintext += 'X' # Padding with 'X'

plaintext\_matrix = np.array([ord(char) - ord('A') for char in plaintext]).reshape(-1, key\_length)

# Encrypt

ciphertext\_matrix = (plaintext\_matrix @ key\_matrix) % 26

ciphertext = ''.join(chr(num + ord('A')) for num in ciphertext\_matrix.flatten())

return ciphertext

def decrypt(ciphertext, key):

"""Decrypt the ciphertext using the Hill cipher."""

key\_matrix = generate\_key\_matrix(key)

key\_length = key\_matrix.shape[0]

# Calculate the inverse of the key matrix

det = int(round(np.linalg.det(key\_matrix))) # Determinant

det\_inv = pow(det, -1, 26) # Modular multiplicative inverse

# Calculate the adjugate of the key matrix

key\_matrix\_mod = np.linalg.inv(key\_matrix) \* det

adjugate\_matrix = np.round(key\_matrix\_mod).astype(int) % 26

# Inverse key matrix

inverse\_key\_matrix = (det\_inv \* adjugate\_matrix) % 26

# Prepare ciphertext

ciphertext = ciphertext.replace(" ", "").upper()

ciphertext\_matrix = np.array([ord(char) - ord('A') for char in ciphertext]).reshape(-1, key\_length)

# Decrypt

decrypted\_matrix = (ciphertext\_matrix @ inverse\_key\_matrix) % 26

plaintext = ''.join(chr(num + ord('A')) for num in decrypted\_matrix.flatten())

return plaintext

# Input parameters

plaintext = "HELLO"

key = "GYBNQKURP"

# Encrypt the plaintext

ciphertext = encrypt(plaintext, key)

print("Encrypted Ciphertext:", ciphertext)

# Decrypt the ciphertext

decrypted\_plaintext = decrypt(ciphertext, key)

print("Decrypted Plaintext:", decrypted\_plaintext)
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Bonus Point:

5. Write a Python script to perform Kasiski test.

from collections import defaultdict

import re

def kasiski\_test(ciphertext, min\_length=3):

"""Perform Kasiski examination on the given ciphertext."""

# Find repeated sequences

sequences = defaultdict(list)

# Extract sequences of the specified minimum length

for length in range(min\_length, min\_length + 1):

for i in range(len(ciphertext) - length):

sequence = ciphertext[i:i + length]

next\_occurrence = ciphertext.find(sequence, i + length)

if next\_occurrence != -1:

distance = next\_occurrence - i

sequences[sequence].append(distance)

# Filter out sequences that don't have multiple occurrences

filtered\_sequences = {seq: dists for seq, dists in sequences.items() if len(dists) > 1}

return filtered\_sequences

# Input ciphertext

ciphertext = "LXFOPVEFRNHR"

# Perform Kasiski test

repeated\_sequences = kasiski\_test(ciphertext)

# Display results

if repeated\_sequences:

print("Repeated Sequences and Distances:")

for seq, distances in repeated\_sequences.items():

print(f"Sequence: {seq}, Distances: {distances}")

else:

print("No repeated sequences found.")
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"Obstacles can't stop you. Problems can't stop you. Most of all, other people can't stop you. Only you can stop you." —Jeffrey Gitomer
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